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A B S T R A C T

Given the significant recent advances in added layer manufacturing and materials engineering,
new types of materials or new material micro-structures are becoming available at a fast rate.
The finite element analysis of structures or structural components requires a constitutive model
that describes the behaviour of the new materials. The formulation of accurate constitutive
equations is generally complex and time consuming. Hence, suitable machine learning strategies
may be used to render this process obsolete and bridge the gap between experimental data
and finite element analysis. In this work, a generic stress update procedure is presented that
is suitable for the modelling of rate-independent, elastic or inelastic, isotropic or anisotropic
material behaviour. The proposed strategy is based on a recurrent neural network architecture
and must be trained on stress and strain data sequences that represent physical or numerical
experiments. A training strategy based on gradient-free optimisation is presented. It is shown
that piecewise linear behaviour, such as uniaxial elasto-plasticity, can be represented exactly.
Further numerical examples include uniaxial damage mechanics and elasto-plasticity under
plane strain conditions. An efficient criterion for the verification of thermodynamic consistency
is proposed and applied to the trained stress update models. The strategy is compared to GRU
or LSTM based architectures and shown to offer advantages.

1. Introduction

Data-driven constitutive modelling has been the subject of many scientific publications during the last two decades. While
many models are based on machine learning and designed to replace the local stress update procedure within the finite element
setting, some strategies follow different approaches and result in overall computational procedures that differ from standard finite
element methodologies, see for instance [1,2]. Strategies based on machine learning have been proposed for hyper-elasticity [3–5],
viscoelasticity [6], elasto-plasticity [7–13], visco-plasticity [14,15], cyclic plasticity [16–18], traction–separation [19], continuum
damage [20], interface mechanics [19,21], tensile damage in flexure [22], rate-dependent materials [23] and others.

The objective of this work is the development of a generalised strategy for neural network based stress update models. The
strategy is useful in different contexts, including the following two scenarios:

• From physical experiments to numerical stress update procedure: Samples of a material are subjected to different load paths in
a series of physical experiments. The data is then used to train the proposed neural network based stress update procedure.
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Finally, the trained model is integrated in finite element simulations and can be used to study real-world applications. It is
noted that the design and execution of a sufficient number of suitable experiments represents a challenge that will require
substantial research effort.

• Numerical homogenisation: The complex micro structure of a material is represented by a suitable numerical strategy (represen-
tative volume element RVE, see for instance [24]) and a series of numerical experiments are performed, where the stress
responses on macro level are computed for several macro strain data sequences, i.e. load paths. The stress–strain data is
used to train the proposed stress update model, which can then be used in finite element based analysis to study real-world
applications. See, for instance, [4,25–28].

In both cases, the methodology to be proposed ‘‘bridges the gap’’ between experiments and finite element analysis, i.e. it makes the
generally complicated and tedious formulation of an accurate constitutive model and its algorithmic implementation obsolete.

While elastic or hyper-elastic models can be based on feedforward neural networks, this is not possible for inelastic material
behaviour which is generally history or path-dependent [29,30]. Hence, recurrent model architectures with suitable memory
mechanisms must be used [6,25,31–33]. A key feature of the proposed methodology is its basic network architecture. While it
fundamentally relies on internal state variables, it does not make use of any gated network elements such as Long-Short Term
Memory (LSTM) networks or Gated Recurrent Units (GRU). The latter are key ingredients of, for instance, the strategy proposed
by Bonatti and Mohr [32] that also presents a framework suitable for generic material behaviour. It is shown that the proposed
methodology requires fewer network parameters and possesses an accurate memory of the internal material state. The proposed
model is trained on a parallel computer hardware with multiple instances of gradient-free optimisation procedures that are organised
in a worker–supervisor framework recently developed by the authors and presented in detail in [34]. In its present form the proposed
methodology is restricted to rate-independent material behaviour, but otherwise generically applicable. Therefore and despite the
focus of the examples presented in this article on elasto-plasticity, the strategy is formally capable of modelling anisotropy, elasticity,
plasticity and damage mechanics. The proposed methodology features the same inputs and outputs as any standard algorithmic
continuum mechanical stress update procedure. It is therefore suitable for the integration in a finite element setting. However, this
exceeds the scope of the present article and will be discussed in a forthcoming publication. Other strategies that share the format
of standard continuum mechanical stress update algorithms include [18,23,32].

This article is organised as follows: The proposed stress update procedure is presented in Section 2. The architecture of the
neural networks, the recurrent nature of the algorithm and their implications on the training strategy are also described. Moreover,
a computationally efficient criterion for the verification of thermodynamic consistency is proposed. In Section 3, it is shown that the
strategy is capable of representing exactly the standard stress integration algorithm for elasto-plasticity in the uniaxial case. Section 4
describes the network training strategy adopted in this work. In Section 5, it is shown that the training process recovers the exact
stress data for uniaxial elasto-plasticity. Applications of the strategy to other nonlinear problems are presented in Sections 6 and 7,
namely uniaxial elasto-plastic damage and plane strain elasto-plasticity. Conclusions are summarised in Section 8.

2. Neural network based constitutive model

The mechanical response of inelastic materials is path-dependent, i.e. the local stress depends on the current deformation and on
its history. Hence, physically or phenomenologically based constitutive models are traditionally formulated which provide evolution
laws for sets of carefully chosen internal variables.

In Section 2.1, a neural network based algorithmic constitutive model, or stress update procedure, for rate-independent inelastic
material is proposed that also uses the concept of internal variables to account for the history dependency of the material response.
However, the methodology is designed without any knowledge of the material to be represented. The internal variables do not
possess any known physical meaning and their nature and evolution are left entirely to the training process. As described in Section 1,
the training data may be available from physical experiments or from numerical homogenisation. The network architecture employed
in this work and its implications on the network training process are described in Sections 2.2 and 2.3, respectively, while a criterion
for the thermodynamic consistency of the model is derived in Section 2.4.

2.1. Neural network based stress update

The dependency of the stress components 𝝈 on the strain components 𝜺 and on the scalar internal variables 𝝃 = {𝜉(1), 𝜉(2),… , 𝜉(𝑀)},
is expressed as

𝝈 = F (𝜺, 𝝃) , (1)

where F represents a suitable feedforward artificial neural network. For rate-independent materials the update of the internal
variables from time instant 𝑡𝑛 to time instant 𝑡𝑛+1 is written as

𝜟𝝃 = G
(

𝜺𝑛+1, 𝜺𝑛, 𝝃𝑛
)

(2)

and
2

𝝃𝑛+1 = 𝝃𝑛 + 𝜟𝝃 , (3)



Computer Methods in Applied Mechanics and Engineering 420 (2024) 116672W.G. Dettmer et al.

l
F

f

e
n
b
s

R

Fig. 1. Artificial neuron.

Fig. 2. ReLU activation function.

where G represents a second suitable feedforward artificial neural network. Given the new strains 𝜺𝑛+1 and the historic quantities 𝜺𝑛
and 𝝃𝑛, the complete stress update procedure consists of evaluating Eqs. (2) and (3) followed by applying Eq. (1) to the quantities
at 𝑡𝑛+1, i.e.

𝝈𝑛+1 = F
(

𝜺𝑛+1, 𝝃𝑛+1
)

. (4)

In the following, the Networks G and F are referred to as the state and the response networks, respectively.

2.2. Neural network architecture

The artificial state and response neural networks F and G consist of an input layer, a small number of fully connected hidden
ayers and an output layer. The response network F may not possess any hidden layers but correspond to a basic linear operator.
ig. 1 shows one of the neurons used in a hidden layer.

The generic internal process of a neuron is described by

𝑎𝑖 = 𝑓 (𝑠𝑖) with 𝑠𝑖 =
𝑅
∑

𝑗
𝑤𝑖𝑗 𝑝𝑗 + 𝑏𝑖 (5)

where 𝑎𝑖 is the output of the neuron 𝑖, 𝑓 (∙) is the activation function, 𝑅 is the number of inputs, 𝑤𝑖𝑗 are the weights connected
to the inputs 𝑝𝑗 and 𝑏𝑖 is the bias term. In this work the piecewise linear function known as the Rectified Linear Unit (ReLU) and
presented in Fig. 2 is used as activation function, i.e.

𝑓 (𝑠) = max(0, 𝑠) . (6)

Output neurons are pure linear operators, i.e. they are similar to neurons in the hidden layers, but do not possess an activation
unction.

Fig. 3 illustrates the stress update procedure as defined by Eqs. (2) to (4) for the uniaxial load case where stresses and strains are
ach represented by a single coefficient. In the figure, the state network G possesses one hidden layer of neurons and the response
etwork F consists only of the input and output neurons. For the three dimensional case, the stresses and strains are represented
y six coefficients each and the number of input and output neurons must be increased accordingly. For the plane strain case, three
train coefficients induce four stress coefficients and, again, the number of network inputs and outputs must be adjusted accordingly.

emark on physical constraints: The networks F and G are subject to the following physically motivated constraints:

1. If all inputs are zero, all outputs of the state network G must also be zero. This results in a dependency of the biases of the
3

output neurons on network weights and the biases in the hidden layers.
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Fig. 3. Stress update procedure based on the state and response neural networks G and F .

2. If all inputs are zero, all outputs of the response network F must also be zero. This results in a dependency of the biases
of the output neurons on the network weights and the biases in the hidden layers. In the absence of any hidden layers, the
biases in the output neurons must be zero.

3. If the new strain 𝜀𝑛+1 is equal to the previous strain 𝜀𝑛 (in all its components), then all outputs of the state network G must
be equal to zero. If this constraint was satisfied a priori, the memory of the internal material state would be exact.

n this work, the first and the second constraint are implemented, i.e. the output biases are eliminated from the training process.
The third constraint is more complex and not accounted for in this work. Nevertheless, the proposed model is shown in Section 7.7
to possess superior capability of memorising the internal material state.

2.3. Recurrent structure and training

In order to represent accurately the behaviour of the material under consideration, the system must be trained. The data used
for the training must represent the material behaviour sufficiently accurately and comprehensively. During the process of training
suitable values for the weights and biases of the state and response networks F and G are determined. Prior to designing an
appropriate training strategy the nature of the overall system must be considered carefully.

Training on data sequences: Despite introducing the neural networks F and G as feedforward networks, the recurrent nature of the
overall strategy is obvious: The updated internal variables which result from network output of the previous load step are used
as network input in the next load step. Therefore, the internal variables play the role of hidden states similar to those in LSTM
networks or in GRUs. It is impossible to train the system on a set of pairs of input and output data. Instead, the overall strategy
must be trained on a number of sequences of stress–strain data. These data sequences must represent strain paths and the associated
stress responses as obtained from numerical or physical experiments. Due to the unavailability of suitable information the internal
variables are always initialised with the value of zero. Hence, the training data must be generated with experiments starting from
unworked and undeformed material.

Avoiding exploding/vanishing gradients by evolutionary optimisation: It is well known that, in the context of recurrent networks, standard
gradient-based training methods, such as backpropagation, suffer from exploding or vanishing gradients. These arise from the
repeated application of the chain rule required to back-track the gradients through the entire training data series. If unchecked,
exploding or vanishing gradients generally lead to the failure of the training process. In this work they are avoided by basing the
training process on a gradient-free evolutionary optimisation procedure, i.e. the network weights and biases are sought such that
the network response to the training strain sequences matches the associated training stress data as best as possible. Details of the
evolutionary optimisation strategy adopted in this work are provided in Section 4.

Remarks on alternative strategies: Alternatively to the strategy proposed in this work, a methodology for the stress update can be based
on LSTM networks or networks with GRUs, see for instance [32,35,36]. These interrelated techniques are today well established and
involve hidden states that play the same role as the internal variables 𝝃 in Eq. (1), i.e. they represent the memory of the material.
4
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Crucially, due to built-in mechanisms of memory loss, such methodologies do not suffer from exploding or vanishing gradients and
therefore allow for the employment of efficient gradient-based training strategies. The following remarks explain why it has been
chosen not to employ them in this work:

• LSTM or GRU based networks add a significant amount of complexity. Numerical experimentation presented in Section 7.6
shows that this additional complexity is unnecessary. The proposed strategy renders accurate results based on fewer hidden
states and network parameters.

• In Section 3 it is argued that the basic network architectures used in this work possess features that are advantageous
specifically for constitutive modelling.

• The proposed strategy does not possess any direct mechanisms of memory loss, which are fundamental to LSTM or GRU based
architectures. This is advantageous in the context of constitutive modelling where memory loss would be physically incorrect.

• The proposed strategy is designed for the integration in the finite element method for solid mechanics, where it replaces the
traditional constitutive model based stress update algorithm on Gauß point level and is executed typically several thousand
times in each load step. Hence, the relatively small and basic architecture of the proposed stress update model ensures
computational efficiency. Moreover, existing implementations of LSTM or GRU networks, such as those offered by PyTorch or
TensorFlow, are most easily used in the scripting language Python. Their efficient integration in programming language based
finite element code is challenging.

• The only arguable disadvantage of the proposed strategy in comparison with LSTM or GRU based networks is the challenge
associated with gradient-free training. Yet, gradient-free network training based on evolutionary optimisation procedures has
been used in a number of publications with reference to a variety of applications, see for instance [37–42]. The strategy used
in this work is described in Section 4.

2.4. Thermodynamic consistency

The thermodynamic consistency of a constitutive model is generally ensured if the Clausius–Duhem inequality is satisfied, see
or instance [43]. In the small strain regime, this can be expressed as i.e.

𝐷 = 𝝈 ∶ 𝜺̇ − 𝜌 𝛹̇ ≥ 0 (7)

where 𝐷 is the mechanical dissipation, while 𝛹 denotes the specific free energy, which depends on the internal variables, and 𝜌 is
the material density.

The algorithmic constitutive model proposed in Eqs. (2)–(4) does not provide access to the free energy function 𝛹 . Hence, the
inequality in (7) cannot be used to ensure thermodynamic consistency of the proposed model during or after the training. Instead,
it is suggested to test the thermodynamic consistency by the following argument:

The dissipation inequality in (7) is satisfied if the work done along any closed path in the deformation or strain space is
non-negative, i.e.

𝐷◦ = ∮ 𝝈 ∶ d𝜺 ≥ 0 . (8)

This inequality is equivalent to requiring that any hysteresis area in the stress–strain diagram is positive. The algorithmic stress
update as given by Eqs. (2)– (4) is based on incrementing the total strain from 𝜺𝑛 to 𝜺𝑛+1. Hence, one can construct the following
closed path in the strain space: After stepping from 𝜺𝑛 to 𝜺𝑛+1, a second step is performed, back to 𝜺𝑛. This is displayed qualitatively
in Fig. 4. The dissipation in Eq. (8) can then be expressed as

𝐷◦ = 𝝈1 ∶ 𝜟𝜺1 + 𝝈2 ∶ 𝜟𝜺2 ≥ 0 , (9)

where 𝜟𝜺1 = 𝜺𝑛+1 − 𝜺𝑛 and 𝜟𝜺2 = −𝜟𝜺1. The stresses 𝝈1 and 𝝈2 represent appropriate average values. A second order approximation
f the work done along this two-step path can be obtained by using

𝝈1 =
1
2
(

𝝈𝑛 + 𝝈𝑛+1
)

and 𝝈2 =
1
2
(

𝝈𝑛+1 + 𝝈∗
𝑛
)

, (10)

here 𝝈∗
𝑛 is the stress response of the model after returning to the origin of the path at 𝜺𝑛. Hence, Eqs. (9) and (10) reduce to

𝐷◦ = 1
2
(𝝈𝑛 − 𝝈∗

𝑛) ∶ (𝜺𝑛+1 − 𝜺𝑛) ≥ 0 . (11)

Since it is based on two finite steps, this inequality is weaker than the expression given in Eq. (7). Yet, it can be easily implemented
and requires only the evaluation of the model response to an additional fictitious step in the strain space. Fig. 5 demonstrates the
relation between the expressions 𝐷 and 𝐷◦ based on the example of uniaxial elasto-plasticity.

In the remainder of this work, Eq. (11) is used to test the thermodynamic consistency of the trained constitutive models.
Moreover, the integration of the criterion into the training process may help to discard inconsistent network parameters at an
early stage and thereby accelerate the training process. This will be the subject of future investigation.

3. Exact representation of uniaxial elasto-plasticity

Uniaxial von Mises elasto-plasticity can be represented exactly with the proposed neural network based strategy. The capability to
exactly represent piecewise linear constitutive behaviour is an inherent property of the strategy and is demonstrated in the following.
5
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Fig. 4. Closed path in the strain space consisting of two steps.

Fig. 5. A fully plastic step in perfect uniaxial elasto-plasticity with 𝜀(𝑖)𝑛+1 − 𝜀(𝑖)𝑛 = 𝜀𝑛+1 − 𝜀𝑛 : (a) dissipation 𝐷 = 𝜎𝑌 (𝜀(𝑖)𝑛+1 − 𝜀(𝑖)𝑛 ) from Eq. (7), (b) dissipation
◦ = 𝐸

2
(𝜀(𝑖)𝑛+1 − 𝜀(𝑖)𝑛 )2 from Eq. (11), (c) dissipation 𝐷◦ violating Eq. (11).

3.1. Standard return mapping algorithm

The widely used return mapping algorithm for von Mises elasto-plasticity with linear isotropic hardening is described in detail
for instance in [29,30]. For the uniaxial case it reduces to the following expressions for the update of the stress and the internal
variables

𝜎trial = 𝐸
(

𝜀𝑛+1 − 𝜀(𝑝)𝑛
)

(12)

𝛷trial = |𝜎trial| − (𝜎𝑌 +𝐻 𝛼𝑛) (13)

𝛥𝛾 =
⟨

𝛷trial

𝐸 +𝐻

⟩

(14)

𝛥𝜀(𝑝) = 𝛥𝛾 sign(𝜎trial) (15)
𝛥𝛼 = 𝛥𝛾 (16)
6
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Fig. 6. Uniaxial perfect elasto-plasticity model in network form.

𝜀(𝑝)𝑛+1 = 𝜀(𝑝)𝑛 + 𝛥𝜀(𝑝) (17)

𝛼𝑛+1 = 𝛼𝑛 + 𝛥𝛼 (18)

𝜎𝑛+1 = 𝐸
(

𝜀𝑛+1 − 𝜀(𝑝)𝑛+1

)

(19)

where 𝐸, 𝜎𝑌 and 𝐻 are, respectively, the Young’s modulus, the yield stress and the hardening modulus. The plastic strain is
represented by 𝜀(𝑝), while the plastic increment is denoted by 𝛥𝛾 and 𝛼 denotes the accumulated plastic strain. The ramp function
is defined as ⟨∙⟩ = max(0, ∙).

3.2. Perfect elasto-plasticity

For perfect elasto-plasticity with 𝐻 = 0 the accumulated plastic strain can be omitted. Eq. (15) can then be written as

𝛥𝜀(𝑝) = sign
(

𝜀𝑛+1 − 𝜀(𝑝)𝑛
)

⟨

|

|

|

𝜀𝑛+1 − 𝜀(𝑝)𝑛
|

|

|

−
𝜎𝑌
𝐸

⟩

, (20)

hich is equivalent to

𝛥𝜀(𝑝) = +
⟨

𝜀𝑛+1 − 𝜀(𝑝)𝑛 −
𝜎𝑌
𝐸

⟩

−
⟨

𝜀(𝑝)𝑛 − 𝜀𝑛+1 −
𝜎𝑌
𝐸

⟩

. (21)

Recalling the correspondence between the ramp function and the ReLU activation function in Eq. (6) it follows that Eq. (21) can be
represented exactly by the state network G . By identifying the plastic strain as the internal variable, i.e. 𝜉 = 𝜀(𝑝), and by using the
linear expression for the stress from Eq. (19) the return mapping scheme can be cast exactly in the format of the proposed neural
network based stress update procedure. This is shown in Fig. 6 where the network weights are displayed on the arrows and the
biases are shown inside the circles which represent the hidden neurons. Note that the input of 𝜀𝑛 to the state network G is not
required here. Fig. 7 shows a typical example of the well known stress–strain behaviour of the system in which it is evident that the
neural network prediction matches exactly the stress evolution. Note that the weights and biases shown in Fig. 6 are not unique.
There exists an infinite number of alternative sets of network parameters that may change the nature of the internal variable but
result in exactly the same stress response. The process of network training will converge to any of these sets of parameters.

3.3. Isotropic linear hardening elasto-plasticity

The transformation of the system of Eqs. (12) to (19) with 𝐻 > 0 into a format suitable for the design of the equivalent neural
etwork based stress update is more tedious than for the perfectly elasto-plastic case, but still a straightforward exercise. For the
ake of brevity it suffices to show the resulting network based system in Fig. 8. Clearly, two internal variables are required, i.e.
(1) = 𝜀(𝑝) and 𝜉(2) = 𝛼. The well-known response of the system to symmetric strain cycling is shown in Fig. 9 which confirms that,
or the case of uniaxial linear hardening elasto-plasticity, the proposed neural network represents exactly the stress evolution data.

. Network training

In the process of training, the network weights and biases are determined that ensure the accurate fitting of the training data
equences. The authors’ choice of a gradient-free training strategy based on evolutionary optimisation is motivated in Section 2.3.
he methodology adopted in this work employs a Multi-Objective Particle Swarm Optimisation (MOPSO) strategy which is embedded

n a wrapper function that controls or supervises a number of parallel and sequential instances of the MOPSO algorithm. Prior to
escribing the strategy in detail, the cost or objective functions 𝐽 (𝑘)

𝑠 (𝑥) are defined, where 𝑥 = {𝑤𝑖𝑗 , 𝑏𝑖} represents the weights and
iases of the state and response networks. In this work, the cost functions are

𝐽 (𝑘)
𝑠 (𝑥) =

√

√

√

√

𝑁𝑠
∑

(

𝜎(𝑘)𝑛 (𝑥) − 𝜎(𝑘)𝑛

)2
(22)
7

𝑛=1



Computer Methods in Applied Mechanics and Engineering 420 (2024) 116672W.G. Dettmer et al.

w
t
r

4

v
s
o
t

s
p
s

Fig. 7. A typical load cycle for uniaxial perfect elasto-plasticity.

Fig. 8. Uniaxial elasto-plasticity model with linear isotropic hardening in network form.

here the subscript 𝑠 identifies the training data series, i.e. the experiment, under consideration, while the superscript 𝑘 identifies
he stress coefficient. Furthermore, 𝑁𝑠 denotes the number of load steps in the data series, while the terms 𝜎(𝑘)𝑛 (𝑥) and 𝜎(𝑘)𝑛 represent,
espectively, the network based stress response to the strain data sequence and the given stress data that must be fitted.

.1. Supervised parallel and sequential evolutionary optimisation

The challenges in the optimisation problem set by the training of the proposed methodology are manifold: The number of design
ariables is large (there are many weights and biases to be determined), the number of objectives is large (several stress–strain data
eries, i.e. experiments, with several spatial coefficients, must be approximated) and the problem is highly nonlinear. Such problems
ften feature several or many local minima which cause premature convergence of numerical optimisation strategies and make the
ask of detecting the global minimum difficult.

In fact, the authors’ experimentation with the training of the proposed strategy by means of evolutionary optimisation clearly
uggests the presence of a large number of local minima of the approximation error, i.e. cost function given in Eq. (22). The
article swarm strategies or genetic algorithms employed by the authors converge to many different configurations associated with
8

ignificantly different levels of approximation errors.
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Fig. 9. Typical load cycles for uniaxial elasto-plasticity with isotropic linear hardening.

Therefore, in order to detect premature convergence at an early stage and run large numbers of optimisation procedures
fficiently, the authors have developed and implemented a strategy for supervised parallel and sequential evolutionary optimisation.
t is described briefly below, while a detailed presentation and assessment are provided in [34].

On a parallel computing platform with 𝑁CPU CPUs, one processor is the supervisor, while the others are grouped into 𝑁team teams.
ach team works together on the particle swarm optimisation procedure described in Section 4.2. This is schematically displayed
n Fig. 10. The supervisor communicates with the team leaders and thereby repeatedly starts, monitors and stops the optimisation
rocedures. In this way 𝑁run > 𝑁team instances of optimisation procedures are executed in parallel as well as sequentially. Each new
nstance of the particle swarm method is initialised with a swarm consisting of randomly generated particles.

The crucial feature of this strategy is the mechanism for the supervisor’s decision to stop a particular instance of the particle
warm method:

The team leaders report regularly (every 100 generations) the cost and position of their best particle to the supervisor. If the
upervisor does not observe sufficient improvement in the cost received from a particular team in the last 𝑁stall messages, then the

supervisor regards the optimisation process as stalled, i.e.
𝜖𝑚

𝜖𝑚−𝑁stall

> 1 − 𝑡𝑜𝑙𝑒𝑟𝑎𝑛𝑐𝑒 ⇒ Optimisation has stalled. (23)

n Eq. (23), 𝜖𝑚 represents the average of the cost values 𝐽 (𝑘)
𝑠 from Eq. (22) received by the supervisor in the 𝑚th message from the

corresponding optimisation team. Importantly, 𝑁stall is related to the current error level 𝜖𝑚, i.e.

𝑁stall = 𝑁̄stall

(

𝜖
𝜖𝑚

)𝑝
, (24)

where 𝑁̄stall = 5 and 𝜖 are reference values and the exponent 𝑝 > 0 is typically chosen as 1, 2 or 3. It is beneficial to set 𝜖 to the value
f the error associated with the first instance of stall based on 𝑁stall = 𝑁̄stall. When the supervisor detects that a certain optimisation
rocess has stalled, it compares the error 𝜖𝑚 to the error values recently reported by the other optimisation processes. If it is one of
he 𝑁keep < 𝑁team better performing processes it is allowed to continue, otherwise the supervisor requests that it is stopped and a
ew optimisation process is started until 𝑁run procedures have been completed.

The methodology outlined here has proven crucial to the success of the proposed stress update strategy. It is currently further
eveloped by the authors and will be reported in more detail in a forthcoming publication. Alternative strategies for combining
everal instances of optimisation procedures are described, for instance, in [44–50].

.2. Multi-objective particle swarm optimisation

The multi-objective particle swarm optimisation strategy employed in this work evolved from extensive numerical experimen-
ation of the authors with different methodologies. While it is currently being further developed and not the focus of this work,
elected key features of the strategy are described in the following paragraphs. Other strategies may be as suitable or more suitable
or the training of the proposed stress update procedure. A survey of particle swarm based strategies for multi-objective optimisation
s provided in [51].

ontinuous weight aggregation: If 𝑆 denotes the number of data series, it i.e. experiments, available for training and 𝐾 is the number
9

f stress coefficients (𝐾 = 1, 4 or 6 for, respectively, uniaxial, plane strain or three dimensional case), then the number of objective
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Fig. 10. The different roles of the CPUs in the proposed supervised optimisation strategy: supervisor (S), team leaders (TL) and workers (W). The example shows
CPU = 10 CPUs and 𝑁team = 3 teams.

unctions represented by Eq. (22) is 𝑁obj = 𝑆 × 𝐾. A randomised but continuous and smooth weight aggregation is used which
repeatedly, but in varying order, shifts the focus of the optimisation to each single objective as well as to different weighted averages.
While the objective of the training process is the minimisation of the average approximation error, the continuous shifting of the
emphasis to different areas of the pareto front is found to significantly accelerate the overall convergence.

Selection of best particles and parallelisation: The swarm is distributed equally over the CPUs that constitute the team as shown in
Fig. 10. Before each velocity and position update the team leader collects the best particles from all workers, determines the global
best and sends it back to each worker. In each generation the best particles are selected with respect to the current weighting.
A smooth and slow variation of the weighting factors is ensured by repeatedly setting random target weights and using typically
100 generations to smoothly shift from one set of target weights to the next. The team leader controls the target weights and
communicates them to the workers. A repository of best particles, i.e. the most advanced pareto front, is stored and managed by the
eam leader. The global best is occasionally found in this repository which keeps the swarm focused and prevents it from drifting
way from good solutions obtained already.

caling of training data: Prior to each training process the stress data is scaled to the interval [−1,+1] such that the value of zero
is maintained. This can be achieved in three different ways: (i) Each stress coefficient series is scaled individually. This results in
𝑁obj = 𝑆 × 𝐾 scaling factors. (ii) Alternatively, each stress coefficient is scaled uniformly across all experiments. This results in 𝐾
scaling factors. (iii) Finally, all stress coefficients may be scaled in exactly the same way, which requires a single scaling factor. In
the examples presented in this work the latter strategy is adopted, since the maximum and minimum values of all stress coefficients
are of the same order of magnitude. For certain materials or applications, the extreme values of axial stresses may reach much larger
values than those of the shear stresses. In this case the second scaling strategy may be more suitable.

Communication with supervisor: In regular intervals the team leader sends the current global best particle’s cost and position to the
supervisor and, in return, receives the request to continue or to restart the optimisation process, see Fig. 10.

5. Validation: Uniaxial elasto-plasticity

The described methodology is applied to uniaxial von Mises elasto-plasticity. It is shown in Section 3 that the standard stress
integration scheme can be exactly represented by the proposed neural network based stress update strategy. Therefore, the purpose of
he following numerical test is exclusively the validation of the training process. If it results in a model that does not exactly represent
he data, the training procedure cannot be applied with confidence to more complex cases. In accordance with the continuum
echanical model given by Eqs. (12) to (19), two internal variables are used in the test. Therefore, the state network employed
as four input neurons, one hidden layer with two neurons and two output neurons (4→2→2). The response network possesses

three input and one output neurons only (3→1). Hence, the networks have the same architecture as shown in Fig. 8 except for
the additional input of 𝜀𝑛 to the state network. The variables to be determined by training therefore comprise two biases and 15

eights.

.1. Training and validation data

The standard return mapping algorithm shown in Eqs. (12) to (19) is used to generate the training and validation data. The
arameters used are 𝐸 = 200 GPa, 𝐻 = 10 GPa and 𝜎𝑌 = 250 MPa, which correspond to the properties of Steel A36. Fig. 11(a) and

(b) show, respectively, 16 cyclic strain data series and the corresponding stress–strain diagrams as obtained from the standard stress
integration algorithm. Each data series consists of 200 data points. Twelve data series are used for training and four for validation.
10
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Fig. 11. Different strain sequences (a) and associated stress–strain diagrams (b) for uniaxial elasto-plasticity.

Fig. 12. Training convergence for uniaxial elasto-plasticity.

5.2. Convergence

The convergence of the average error during training is illustrated in Fig. 12. Clearly the approximation error reduces to the
level of machine accuracy. Note that the training effort shown in the figure was exaggerated for demonstrational purposes, i.e.
the training was aborted only when machine accuracy was reached. A highly accurate response, which may be deemed exact for
practical purposes, is obtained within seconds or a few minutes on a standard laptop.

5.3. Results

As expected the training process renders a network based stress update procedure which generates exactly the same stress
responses as the standard stress integration scheme. Figs. 13 to 16 show the agreement of the model response with the training
and validation data. The evolution of the hidden internal variables is studied in Section 5.5.

5.4. Thermodynamic consistency

Based on the trained model the dissipation 𝐷◦ as defined in Eq. (11) can be evaluated at each step of any load path. Fig. 17
shows the resulting values of 𝐷◦ along four different strain data series. It is observed that, as expected, the largest positive values
coincide with the load steps that induce large plastic deformation, while the largest negative values occur when the direction of the
loading changes, i.e. during the first elastic load step following a series of plastic steps. However, since the maximum violation of
the dissipation criterion from Eq. (11) lies well within machine accuracy, the tests do not reveal any thermodynamic inconsistency
of the trained model.
11
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Fig. 13. Stress sequences for training of uniaxial elasto-plasticity.

5.5. Internal variables

For some of the training data sequences, the evolution of the internal variables 𝜉(1) and 𝜉(2) is shown in Fig. 18. The figure also
shows the evolution of the plastic strain 𝜀(𝑝) and the accumulated plastic strain 𝛼 as obtained from the data generation process based
on Eqs. (12) to (19). The two sets of internal variables have been scaled to the interval [−1,+1] to facilitate their comparison. A
strong correlation between 𝜉(1) and 𝜀(𝑝) is easily observed and it may be argued that there exists some negative correlation between
𝜉(2) and 𝛼. The correlation factors are computed and displayed in Fig. 19, confirming a correlation between 𝜉(1) and 𝜀(𝑝) and between
𝜉(2) and 𝛼, respectively. This is consistent with the remark made in Section 3.2 that the network parameters that result in exact stress
values are not unique and that the internal variables 𝜉(1) and 𝜉(2) can be different from 𝜀(𝑝) and 𝛼, but are likely to be somewhat
aligned.

6. Example 1: Uniaxial elasto-plastic damage

The algorithmic return mapping scheme presented in [52] for elasto-plastic damage is adapted to the special case of uniaxial
stress and used to generate the training and validation data. The algorithm is inherently nonlinear and cannot be represented exactly
by the network based stress update strategy. Therefore this example tests the approximation capacity of the proposed approach as
well as the performance of the training procedure. The number of internal state variables used is chosen identical to the number of
internal variables required by the constitutive model, i.e. three internal states are used. The state network employed therefore has
five input neurons, one hidden layer with nine neurons and three output neurons (5→9→3), while the response network requires
four input neurons and one output neuron (4→1). The variables to be determined by training comprise nine biases and 76 weights.

6.1. Training and validation data

The parameters are set to the same values as in [52], i.e. 𝐸 = 21,000 kN/cm2, 𝐻 = 1500 kN/cm2, 𝜎𝑌 = 70 kN/cm2 and 𝑟0 = 0.117
kN cm. Twelve cyclic strain data series are generated and the associated stresses are computed from the algorithmic stress update
presented in [52]. Each data series consists of 200 data points. Eight data series are used for training, while the remaining four are
used for validation. Figs. 22 and 24 show the training and validation data in terms of stress–strain diagrams.
12
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Fig. 14. Stress–strain diagrams for training of uniaxial elasto-plasticity.

Fig. 15. Stress sequences for validation of uniaxial elasto-plasticity.
13
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Fig. 16. Stress–strain diagrams for validation of uniaxial elasto-plasticity.

Fig. 17. Stress–strain diagrams with dissipation criterion for uniaxial elasto-plasticity.
14
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Fig. 18. Comparison of the internal variables for uniaxial elasto-plasticity.

Fig. 19. Correlation analysis of the internal variables for uniaxial elasto-plasticity.
15
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Fig. 20. Training convergence for uniaxial elasto-plastic damage.

Fig. 21. Stress sequences for training of uniaxial elasto-plastic damage.

6.2. Convergence

The convergence of the average error during training is illustrated in Fig. 20. The training was performed on 𝑁CPU = 131 CPUs
of a high performance cluster with 𝑁team = 13 and a team size of 10 CPUs and achieved the error level shown in the figure.

6.3. Results

Figs. 21 to 24 show the responses of the trained methodology together with the training and validation data. The agreement
is observed to be of excellent accuracy. Recall that, as opposed to the case of uniaxial elasto-plasticity discussed in Section 5, the
problem is not piecewise linear and the proposed methodology can only provide an approximation.

6.4. Thermodynamic consistency

The dissipation criterion proposed in Eq. (11) is evaluated for four data series and illustrated in Fig. 25. It can be observed that
violation of the criterion is restricted to the load steps immediately following changes of loading direction. The largest negative
value does not exceed 9.5% of the largest value of the dissipation 𝐷◦ computed for any of the dissipative load steps.
16
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Fig. 22. Stress–strain diagrams for training of uniaxial elasto-plastic damage.

Fig. 23. Stress sequences for validation of uniaxial elasto-plastic damage.

Fig. 24. Stress–strain diagrams for validation of uniaxial elasto-plastic damage.
17
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Fig. 25. Stress–strain diagrams with dissipation criterion for uniaxial elasto-plastic damage.

7. Example 2: Plane strain elasto-plasticity

The return mapping algorithm for von Mises elasto-plasticity is presented, for instance, in [29,30]. For the multi-dimensional
case it is inherently nonlinear due to the tensor norm operator that acts on the trial stress, and the proposed strategy cannot recover
the stress and strain data exactly. Therefore, this example tests the approximation capacity as well as the quality of the training
procedure. In the plane strain state, 𝜀𝑦𝑧 = 𝜀𝑧𝑥 = 𝜀𝑧𝑧 = 0 and 𝜎𝑦𝑧 = 𝜎𝑧𝑥 = 0. Hence, three strain coefficients 𝜺 = {𝜀𝑥𝑥, 𝜀𝑦𝑦, 𝜀𝑥𝑦} induce a
response consisting of four stress coefficients 𝝈 = {𝜎𝑥𝑥, 𝜎𝑦𝑦, 𝜎𝑥𝑦, 𝜎𝑧𝑧}. It is chosen to provide the network based stress update model
with four internal state variables, thus allowing for the representation of some form of internal plastic strains. The state network
therefore requires ten input neurons and four output neurons. The hidden layer is provided with 15 neurons (10→15→4). The
response network requires seven input neurons and four output neurons (7→4). Similar to the problems presented in Sections 5 and
6 a hidden layer is not deemed necessary for the response network. It follows that 15 biases and 238 weights must be determined
by the training process.

The following sections present details of the data generation, the convergence of the training process, the results and the evolution
of the internal variables, but also include a comparison with alternative network architectures and demonstrate the effect of memory
loss in strategies based on gated network elements.

7.1. Training and validation data

The material parameters employed for the generation of the training and validation data are 𝐸 = 200 GPa, 𝜈 = 0.26 and
𝜎𝑌 = 250 MPa. Strain hardening is not considered in this example, i.e. 𝐻 = 0.

Similarly to Sections 5 and 6 the training and validation data consists of suitable strain data series and the associated stresses.
The latter are computed from the strains with the return mapping scheme presented in [29,30]. The former need to be generated
with care. If the trained model is to be robust and widely applicable, they must be representative of the entire physically feasible
deformation space. Here, each strain data series is based on the linear interpolation between positions in the strain space that do not
18
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Fig. 26. Different strain sequences (a) and associated stress–strain diagrams (b) for plane strain elasto-plasticity.

exceed 0.1% of volumetric strain 𝜀𝑉 = 𝜀𝑥𝑥+𝜀𝑦𝑦 and do not exceed the value of 1% in any of the strain components, but are otherwise
arbitrary. Suitable interpolation ensures that the load step sizes are moderate and the strain data represents a clear deformation
path. Each data series consists of 750 data points. Ten data series are used for training and five for validation. The training and
validation data is visualised in Fig. 26 and also represented in the results in Section 7.3.

In the problem under consideration, it is known that the data represents elasto-plastic material behaviour. In such cases it is
generally of particular interest to capture the yield surface accurately. Hence, it is chosen to include two additional quantities in
the training, namely the hydrostatic pressure

𝑝 =
𝜎𝑥𝑥 + 𝜎𝑦𝑦 + 𝜎𝑧𝑧

3
(25)

and the norm of the deviatoric stress

𝑞 =
√

1
2

(

(𝜎𝑥𝑥 − 𝜎𝑦𝑦)2 + (𝜎𝑦𝑦 − 𝜎𝑧𝑧)2 + (𝜎𝑧𝑧 − 𝜎𝑥𝑥)2 + 6
(

𝜎2𝑥𝑦 + 𝜎2𝑦𝑧 + 𝜎2𝑧𝑥
))

. (26)

For each data series, 𝑝 and 𝑞 are computed and corresponding approximation errors are formulated analogously to Eq. (22). Hence,
ten training data series, four stress coefficients together with 𝑝 and 𝑞 result in 60 objectives to be minimised by the multi-objective
particle swarm optimisation described in Section 4.2. Recalling the supervised optimisation framework described in Section 4.1, it
is noted that it was chosen to base the messages passed from the team leaders to the supervisor on a weighted average, i.e. the
approximation errors of 𝑝 and 𝑞 are weighted five times more heavily than each of the stress coefficients.

7.2. Convergence

The system is trained on 𝑁CPU = 101 CPUs of a high performance computer cluster and left to run for 72 h. The resulting
convergence is shown in Fig. 27(a). In Fig. 27(b) all stress responses are displayed against their data counterparts. For the data used
in training the accuracy is high and the correlation coefficient exceeds the value of 99.6%. For the validation data the correlation
coefficient exceeds 98.5%, but a small number of data points show large errors.

Therefore, a second training stage, i.e. fine tuning, based on Backpropagation Through Time BPTT is performed, using the Python
library PyTorch. The Adam optimiser is employed in combination with a small learning rate of 0.0001. The optimisation is initialised
with the network configuration obtained from the PSO based, first stage of training. The additional objectives relating to 𝑝 and 𝑞
are ignored and the average approximation error of the stress coefficients is used as the single objective. The PyTorch fine tuning
is carried out on an Nvidia V100 GPU for 48 h with the intention to perform a slow training to avoid exploding gradient problems.
Fig. 28(a) shows the convergence of the fine tuning process. Note that the loss measure is different from the one in Fig. 27(a) due
to not including 𝑝 and 𝑞. It is easily observed in Fig. 28(b) that the fine tuning effectively removed all of the poor quality responses
to the validation data. For validation as well as for training data the correlation coefficients based on all stress coefficients have
improved.

Neural network training, based on evolutionary optimisation followed by fine tuning with a gradient based strategy, has also
been employed in, for instance, Ding et al. [39] and Such et al. [42].
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Fig. 27. Training convergence for plane strain elasto-plasticity: Supervised optimisation based on multiple instances of MOPSO (a) and stress responses versus
stress data (b).

Fig. 28. Training convergence for plane strain elasto-plasticity: Fine tuning with PyTorch (a) and stress responses versus stress data after fine tuning (b).

7.3. Results

Fig. 29 shows the stress response and the stress data for a typical training data series. Figs. 30 and 31 show the stress–strain
diagrams for all ten training data series. The associated 𝑝-𝑞 diagrams are presented in Fig. 32. Figs. 33 to 35 show the corresponding
diagrams for the validation data.

The responses obtained from the proposed neural network based stress update procedure are generally observed to agree
accurately with the training and validation data. The most notable deviation is noticed in the norm of the deviatoric stresses,
𝑞, in Figs. 32 and 35.
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7

Fig. 29. Stress sequences for training of plane strain elasto-plasticity, Data Series 6.

7.4. Thermodynamic consistency

The dissipation criterion proposed in Eq. (11) is evaluated for two data series and illustrated in Figs. 36 and 37. It can be observed
that violation of the criterion is restricted to the load steps immediately following changes of loading direction. The largest negative
value does not exceed 6% of the largest value of the dissipation 𝐷◦ computed for any of the dissipative load steps.

.5. Internal variables

For one of the training data sequences, the evolution of the internal variables 𝜉(𝑖), 𝑖 = 1, 2, 3, 4 is shown in Fig. 38. The figure also
shows the evolution of the coefficients of the plastic strain 𝜺(𝑝) as obtained from the data generation process based on the continuum
mechanical return mapping scheme. The two sets of internal variables have been scaled to the interval [−1,+1] to facilitate their
comparison. A strong correlation between 𝜉(1) and 𝜀(𝑝)22 and between 𝜉(4) and 𝜀(𝑝)12 , respectively, can be observed. The correlation
factors are computed and displayed in Fig. 39. They show a mixed pattern of strong and weak correlation. On the one hand the
comparison in this specific example therefore confirms that the proposed strategy captures key features of the material state, while
on the other hand it shows that it is generally not possible to identify the physical meaning of the internal variables 𝝃.

7.6. Comparison to alternative network architectures: Network size

In this section the performance of the presented strategy is compared to other generic recurrent neural network architectures.
In particular, the following methodologies are considered:

• Basic Recurrent Neural Network (RNN)
• Basic Recurrent Neural Network with Gradient Clipping (RNN+clip)
• Gated Recurrent Units (GRU)
• Long-Short Term Memory (LSTM)

All architectures are tested in a Python environment based on the library PyTorch and trained with back-propagation on the same
data presented in Section 7.1. For each strategy, network architectures with a range of sizes are considered, resulting in different
numbers of state variables and network parameters.

Fig. 40 shows the approximation errors achieved by the training processes, displayed over the number of state variables or
network parameters. Notably the proposed methodology renders the smallest approximation error for the smallest number of internal
21
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Fig. 30. Stress–strain diagrams for training of plane strain elasto-plasticity, Data Series 1 to 5.
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Fig. 31. Stress–strain diagrams for training of plane strain elasto-plasticity, Data Series 6 to 10.
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Fig. 32. 𝑝-𝑞 diagrams for training of plane strain elasto-plasticity.
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Fig. 33. Stress sequences for validation of plane strain elasto-plasticity, Data Series 2.

state variables. All other methods considered require significantly more network parameters to achieve the same level of accuracy. In
Figs. 41 and 42 the correlation coefficient 𝑅2 is displayed over the number of state variables and the number of network parameters
for, respectively, the training and the validation data sets. In all diagrams it is observed that the level of accuracy of the present
results is not achieved by any of the other methods unless the size of the network is significantly increased.

7.7. Comparison to alternative network architectures: Internal state memory

Models based on network architectures with gated elements such as GRU or LSTM must be trained not to forget the material
state, i.e. there is a strong dependency of the trained model on the step size in the training data. Due to the absence of gated network
elements, the proposed strategy is less prone to forget the internal material state. This is illustrated in the following.

Two trained GRU based alternative network architectures introduced in Section 7.6 are considered, namely the one with 10 and
the one with 40 state variables, and denoted by GRU10 and GRU40, respectively. Their response to a modified version of training
Data Set 5 is computed and compared to the response of the trained proposed model. The data was modified by inserting 100 copies
of the same data point at each of two different positions in the data series, i.e. the stress and strain data are held constant over 100
data points at two positions of the data series. Note that the modified data sequence had not been used in the training process. This
test therefore is a special case of validation.

The data and the different model responses are shown in Figs. 43 and 44. Clearly, the proposed model renders the most accurate
response. Note that by enforcing the third of the physical constraints described in Section 2.2, it is possible to set up the proposed
model such that it exactly remembers the material state.

8. Conclusions

A neural network based stress update procedure for rate-independent inelastic solid materials is presented. The strategy employs
internal state variables and is trained on sequences of stress and strain data, which represent physical or numerical experiments.
The architecture of the stress update model is designed such that piecewise linear inelastic material behaviour can be represented
exactly. Therefore, the model recovers the analytical expressions describing the standard stress integration scheme for uniaxial
elasto-plasticity.

A training methodology based on gradient-free optimisation of the network weights and biases is described. In a number of
numerical examples, the strategy is trained on data representing uniaxial elasto-plasticity, uniaxial elasto-plastic damage and plane
25
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Fig. 34. Stress–strain diagrams for validation of plane strain elasto-plasticity.
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Fig. 35. 𝑝-𝑞 diagrams for validation of plane strain elasto-plasticity.

train elasto-plasticity. A computationally efficient criterion to test thermodynamic consistency is presented and applied to the
rained stress update models. The strategy is shown to remember the internal material state more accurately and to require less
omplex and smaller network architectures than corresponding GRU or LSTM based methodologies. This allows for smaller sets of
raining data and is beneficial for its integration within the finite element solution procedure, which will be discussed in forthcoming
ublications.
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Fig. 36. Stress–strain diagrams with dissipation criterion for plane strain elasto-plasticity, Data Series 1.

Fig. 37. Stress–strain diagrams with dissipation criterion for plane strain elasto-plasticity, Data Series 10.
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Fig. 38. Comparison of the internal variables for plane strain elasto-plasticity, Data Series 1.

Fig. 39. Correlation analysis of the internal variables for plane strain elasto-plasticity.

Fig. 40. Loss obtained with different network architectures for plane strain elasto-plasticity.
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s

Fig. 41. Training accuracy obtained with different network architectures for plane strain elasto-plasticity. The correlation coefficient 𝑅2 is similar to the coefficient
hown in Figs. 27(b) and 28(b).

Fig. 42. Validation accuracy obtained with different network architectures for plane strain elasto-plasticity. The correlation coefficient 𝑅2 is similar to the
coefficient shown in Figs. 27(b) and 28(b).

Fig. 43. Internal state memory test for plane strain elasto-plasticity, performance of the proposed model.
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Fig. 44. Internal state memory test for plane strain elasto-plasticity, performance of GRU10 and GRU40.
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